# Database Basics MS SQL Exam – 27 June 2020

**Database Fundamentals MSSQL – Washing Machine Service**

*Your task is to implement Washing Machine Service database based on the specs given below. Database will include information about broken machines which will be distributed to mechanics through so called “jobs”. Each mechanic may have several jobs and for each job he/she can require some parts. To let the mechanic get whats needed he/she has to make order for a particular part also specifying how many of it will be needed (specifying quantity).*

# Section 1. DDL

You have been given the E/R Diagram of the washing machine service:

![](data:image/png;base64,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)

Crate a database called **WMS**. You need to create **9 tables**:

* **Clients** – contains information about the customers that use the service
* **Mechanics** – contains information about employees
* **Jobs** – contains information about all machines that clients submitted for repairs
* **Models** – list of all washing machine models that the servie operates with
* **Orders** – contains information about orders for parts
* **Parts** – list of all parts the service operates with
* **OrderParts** – mapping table between Orders and Parts with additional Quantity field
* **PartsNeeded** – mapping table between Jobs and Parts with additional Quantity field
* **Vendors** – list of vendors that supply parts to the service

Include the following fields in each table. Unless otherwise specified, **all fields are required**.

**Clients**

|  |  |  |
| --- | --- | --- |
| **Column Name** | **Data Type** | **Constraints** |
| ClientId | 32-bit Integer | Primary table identificator, Identity |
| FirstName | String up to 50 symbols, ASCII |  |
| LastName | String up to 50 symbols, ASCII |  |
| Phone | String containing 12 symbols | String length is **exactly** 12 chars long |

**Mechanics**

|  |  |  |
| --- | --- | --- |
| **Column Name** | **Data Type** | **Constraints** |
| MechanicId | 32-bit Integer | Primary table identificator, Identity |
| FirstName | String up to 50 symbols, ASCII |  |
| LastName | String up to 50 symbols, ASCII |  |
| Address | String up to 255 symbols, ASCII |  |

**Jobs**

|  |  |  |
| --- | --- | --- |
| **Column Name** | **Data Type** | **Constraints** |
| JobId | 32-bit Integer | Primary table identificator, Identity |
| ModelId | 32-bit Integer | Relationship with table Models |
| Status | String up to 11 symbols, ASCII | Allowed values: 'Pending', 'In Progress' and 'Finished'; Default value is 'Pending' |
| ClientId | 32-bit Integer | Relationship with table Clients |
| MechanicId | 32-bit Integer | Relationship with table Mechanics; Can be NULL |
| IssueDate | Date |  |
| FinishDate | Date | Can be NULL |

**Models**

|  |  |  |
| --- | --- | --- |
| **Column Name** | **Data Type** | **Constraints** |
| ModelId | 32-bit Integer | Primary table identificator, Identity |
| Name | String up to 50 symbols, ASCII | Unique |

**Orders**

|  |  |  |
| --- | --- | --- |
| **Column Name** | **Data Type** | **Constraints** |
| OrderId | 32-bit Integer | Primary table identificator, Identity |
| JobId | 32-bit Integer | Relationship with table Jobs |
| IssueDate | Date | Can be NULL |
| Delivered | Boolean | Default value is False |

**Parts**

|  |  |  |
| --- | --- | --- |
| **Column Name** | **Data Type** | **Constraints** |
| PartId | 32-bit Integer | Primary table identificator, Identity |
| SerialNumber | String up to 50 symbols, ASCII | Unique |
| Description | String up to 255 symbols, ASCII | Can be NULL |
| Price | Monetary value up to 9999.99 | Cannot be zero or negative |
| VendorId | 32-bit Integer | Relationship with table Vendors |
| StockQty | 32-bit Integer | Cannot be negative; Default value is 0 |

**OrderParts**

|  |  |  |
| --- | --- | --- |
| **Column Name** | **Data Type** | **Constraints** |
| OrderId | 32-bit Integer | Relationship with table Orders;  Primary table identificator |
| PartId | 32-bit Integer | Relationship with table Parts;  Primary table identificator |
| Quantity | 32-bit Integer | Cannot be zero or negative; Default value is 1 |

**PartsNeeded**

|  |  |  |
| --- | --- | --- |
| **Column Name** | **Data Type** | **Constraints** |
| JobId | 32-bit Integer | Relationship with table Jobs;  Primary table identificator |
| PartId | 32-bit Integer | Relationship with table Parts;  Primary table identificator |
| Quantity | 32-bit Integer | Cannot be zero or negative; Default value is 1 |

**Vendors**

|  |  |  |
| --- | --- | --- |
| **Column Name** | **Data Type** | **Constraints** |
| VendorId | 32-bit Integer | Primary table identificator, Identity |
| Name | String up to 50 symbols, ASCII | Unique |

CREATE DATABASE WMS

USE WMS

CREATE TABLE [Clients]

(

[ClientId] INT PRIMARY KEY IDENTITY NOT NULL,

[FirstName] VARCHAR(50) NOT NULL,

[LastName] VARCHAR(50) NOT NULL,

[Phone] CHAR(12) NOT NULL

CHECK (LEN([Phone]) = 12)

)

CREATE TABLE [Mechanics]

(

[MechanicId] INT PRIMARY KEY IDENTITY NOT NULL,

[FirstName] VARCHAR(50) NOT NULL,

[LastName] VARCHAR(50) NOT NULL,

[Address] VARCHAR(255) NOT NULL

)

CREATE TABLE [Models]

(

[ModelId] INT PRIMARY KEY IDENTITY NOT NULL,

[Name] VARCHAR(50) NOT NULL UNIQUE

)

CREATE TABLE [Jobs]

(

[JobId] INT PRIMARY KEY IDENTITY NOT NULL,

[ModelId] INT FOREIGN KEY REFERENCES [Models]([ModelId]) NOT NULL,

[Status] VARCHAR(11) NOT NULL DEFAULT('Pending'),

[ClientId] INT FOREIGN KEY REFERENCES [Clients]([ClientId]) NOT NULL,

[MechanicId] INT FOREIGN KEY REFERENCES [Mechanics]([MechanicId]),

[IssueDate] DATE NOT NULL,

[FinishDate] DATE,

CHECK ([Status] IN ('Pending', 'In Progress', 'Finished'))

)

CREATE TABLE [Orders]

(

[OrderId] INT PRIMARY KEY IDENTITY NOT NULL,

[JobId] INT FOREIGN KEY REFERENCES [Jobs]([JobId]) NOT NULL,

[IssueDate] DATE,

[Delivered] BIT NOT NULL DEFAULT(0)

)

CREATE TABLE [Vendors]

(

[VendorId] INT PRIMARY KEY IDENTITY NOT NULL,

[Name] VARCHAR(50) NOT NULL UNIQUE,

)

CREATE TABLE [Parts]

(

[PartId] INT PRIMARY KEY IDENTITY NOT NULL,

[SerialNumber] VARCHAR(50) NOT NULL UNIQUE,

[Description] VARCHAR(255),

[Price] DECIMAL(6, 2) NOT NULL,

[VendorId] INT FOREIGN KEY REFERENCES [Vendors]([VendorId]) NOT NULL,

[StockQty] INT NOT NULL DEFAULT(0),

CHECK ([Price] > 0),

CHECK ([StockQty] >= 0)

)

CREATE TABLE [OrderParts]

(

[OrderId] INT FOREIGN KEY REFERENCES [Orders]([OrderId]) NOT NULL,

[PartId] INT FOREIGN KEY REFERENCES [Parts]([PartId]) NOT NULL,

[Quantity] INT NOT NULL DEFAULT(1),

PRIMARY KEY([OrderId], [PartId]),

CHECK ([Quantity] > 0)

)

CREATE TABLE [PartsNeeded]

(

[JobId] INT FOREIGN KEY REFERENCES [Jobs]([JobId]) NOT NULL,

[PartId] INT FOREIGN KEY REFERENCES [Parts]([PartId]) NOT NULL,

[Quantity] INT NOT NULL DEFAULT(1),

PRIMARY KEY([JobId], [PartId]),

CHECK ([Quantity] > 0)

)

## Database design

Submit all of your create statements to Judge. **Do not include** database creation statements.

**Look for hints in the details of your submission!**

# Section 2. DML

**Before you start you have to import Data.sql. If you have created the structure correctly the data should be successfully inserted.**

In this section, you have to do some data manipulations:

## Insert

Let’s **insert** some sample data into the database. Write a query to add the following records into the corresponding tables. All Id’s should be auto-generated. Replace names that relate to other tables with the appropriate ID (look them up manually, there is no need to perform table joins).

**Clients**

|  |  |  |
| --- | --- | --- |
| **First Name** | **Last Name** | **Phone** |
| Teri | Ennaco | 570-889-5187 |
| Merlyn | Lawler | 201-588-7810 |
| Georgene | Montezuma | 925-615-5185 |
| Jettie | Mconnell | 908-802-3564 |
| Lemuel | Latzke | 631-748-6479 |
| Melodie | Knipp | 805-690-1682 |
| Candida | Corbley | 908-275-8357 |

**Parts**

|  |  |  |  |
| --- | --- | --- | --- |
| **Serial Number** | **Description** | **Price** | **VendorId** |
| WP8182119 | Door Boot Seal | 117.86 | 2 |
| W10780048 | Suspension Rod | 42.81 | 1 |
| W10841140 | Silicone Adhesive | 6.77 | 4 |
| WPY055980 | High Temperature Adhesive | 13.94 | 3 |

INSERT INTO [Clients]([FirstName], [LastName], [Phone])

VALUES

('Teri', 'Ennaco', '570-889-5187'),

('Merlyn', 'Lawler', '201-588-7810'),

('Georgene', 'Montezuma', '925-615-5185'),

('Jettie', 'Mconnell', '908-802-3564'),

('Lemuel', 'Latzke', '631-748-6479'),

('Melodie', 'Knipp', '805-690-1682'),

('Candida', 'Corbley', '908-275-8357')

INSERT INTO [Parts]([SerialNumber], [Description], [Price], [VendorId])

VALUES

('WP8182119', 'Door Boot Seal', 117.86, 2),

('W10780048', 'Suspension Rod', 42.81, 1),

('W10841140', 'Silicone Adhesive', 6.77, 4),

('WPY055980', 'High Temperature Adhesive', 13.94, 3)

## Update

Assign all **Pending** jobs to the mechanic **Ryan Harnos** (look up his ID manually, there is no need to use table joins) and change their **status** to '**In Progress**'.

SELECT \* FROM [Mechanics]

WHERE [FirstName] = 'Ryan' AND [LastName] = 'Harnos'

SELECT \* FROM [Jobs]

UPDATE [Jobs]

SET [MechanicId] = 3

WHERE [Status] = 'Pending'

UPDATE [Jobs]

SET [Status] = 'In Progress'

WHERE [Status] = 'Pending'

SELECT \* FROM [Jobs]

## Delete

Cancel Order with ID 19 – delete the order from the database and all associated entries from the mapping table.

DELETE FROM [OrderParts]

WHERE [OrderId] = 19

DELETE FROM [Orders]

WHERE [OrderId] = 19

# Section 3. Querying

**You need to start with a fresh dataset, so run the Data.sql script again. It includes a section that will delete all records and replace them with the starting set, so you don’t need to drop your database.**

## Mechanic Assignments

Select all **mechanics** with their **jobs**. Include job **status** and **issue date**. Order by mechanic Id, issue date, job Id (all ascending).

Required columns:

* Mechanic Full Name
* Job Status
* Job Issue Date

Example:

|  |  |  |
| --- | --- | --- |
| **Mechanic** | **Status** | **IssueDate** |
| Joni Breland | Finished | 2017-01-12 |
| Joni Breland | Finished | 2017-01-17 |
| Joni Breland | Finished | 2017-01-24 |
| … | … | … |

SELECT CONCAT(m.[FirstName], ' ', m.[LastName]) AS [Mechanic],

j.[Status],

j.[IssueDate]

FROM [Mechanics] AS m

JOIN [Jobs] AS j

ON m.[MechanicId] = j.[MechanicId]

ORDER BY m.[MechanicId], j.[IssueDate], j.[JobId]

## Current Clients

Select the names of all **clients** with active **jobs** (not **Finished**). Include the **status** of the job and **how many days** it’s been since it was submitted. Assume the **current date** is 24 April 2017. Order results by time length (descending) and by client ID (ascending).

Required columns:

* Client Full Name
* Days going – how many days have passed since the issuing
* Status

Example:

|  |  |  |
| --- | --- | --- |
| **Client** | **Days going** | **Status** |
| Gertude Witten | 18 | In Progress |
| Brittni Gillaspie | 14 | In Progress |
| Levi Munis | 12 | In Progress |
| … | … | … |

SELECT CONCAT(c.[FirstName], ' ', c.[LastName]) AS [Client],

DATEDIFF(DAY, j.[IssueDate], '2017-04-24') AS [Days Going],

j.[Status]

FROM [Clients] AS c

JOIN [Jobs] AS j

ON c.[ClientId] = j.[ClientId]

WHERE j.[Status] <> 'Finished'

ORDER BY [Days Going] DESC, c.[ClientId]

## Mechanic Performance

Select all **mechanics** and the **average time** they take to finish their assigned **jobs**. Calculate the average as an integer. Order results by mechanic ID (ascending).

Required columns:

* Mechanic Full Name
* Average Days – average number of days the machanic took to finish the job

Example:

|  |  |
| --- | --- |
| **Mechanic** | **Average Days** |
| Joni Breland | 9 |
| Malcolm Tromblay | 10 |
| Ryan Harnos | 5 |
| … | … |

SELECT [Mechanic], AVG([DaysWorked]) AS [Average Days]

FROM (

SELECT m.[MechanicId],

CONCAT(m.[FirstName], ' ', m.[LastName]) AS [Mechanic],

j.[JobId],

DATEDIFF(DAY, j.[IssueDate], j.[FinishDate]) AS [DaysWorked]

FROM [Mechanics] AS m

JOIN [Jobs] AS j

ON m.[MechanicId] = J.[MechanicId]

WHERE j.[Status] = 'Finished'

) AS [DaysWorkedQuery]

GROUP BY [Mechanic], [MechanicId]

ORDER BY [MechanicId]

## Available Mechanics

Select all **mechanics** without active **jobs** (**include mechanics which don’t have any job assigned or all of their jobs are finished**). Order by ID (ascending).

Required columns:

* Mechanic Full Name

Example:

|  |
| --- |
| **Available** |
| Joni Breland |
| Ryan Harnos |
| … |

## Past Expenses

Select all **finished jobs** and the total cost of all **parts** that were **ordered** for them. Sort by total cost of parts ordered (descending) and by job ID (ascending).

Required columns:

* Job ID
* Total Parts Cost

Example:

|  |  |
| --- | --- |
| **JobId** | **Total** |
| 17 | 173.60 |
| 12 | 140.50 |
| 1 | 91.86 |
| … | … |

## Missing Parts

List all **parts** that are **needed** for active **jobs** (not **Finished**) without sufficient quantity **in stock** and in pending **orders** (the sum of parts in stock and parts ordered is less than the required quantity). Order them by part ID (ascending).

Required columns:

* Part ID
* Description
* Required – number of parts required for active jobs
* In Stock – how many of the part are currently in stock
* Ordered – how many of the parts are expected to be delivered (associated with order that is not Delivered)

Example:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **PartId** | **Description** | **Required** | **In Stock** | **Ordered** |
| 12 | Shock Dampener | 2 | 1 | 0 |
| 14 | Door Handle | 1 | 0 | 0 |
| 17 | Lid Switch Assembly | 1 | 0 | 0 |

# Section 4. Programmability

## Place Order

Your task is to create a user defined procedure (**usp\_PlaceOrder**) which accepts **job ID**, part **serial number** and **quantity** and creates an **order** with the specified **parameters**. If an order **already exists** for the given job **that and the order is not issued** (order’s issue date is NULL), add the new product to it. If the part is already listed in the order, add the quantity to the existing one.

When a new order is created, set it’s IssueDate to NULL.

Limitations:

* An order **cannot** be placed for a job that is **Finished**; error message ID 50011 "**This job is not active!**"
* The quantity **cannot** be zero or negative; error message ID 50012 "**Part quantity must be more than zero!**"
* The job with given ID **must exist** in the database; error message ID 50013 "**Job not found!**"
* The part with given serial number **must exist** in the database ID 50014 "**Part not found!**"

If any of the requirements aren’t met, rollback any changes to the database you’ve made and **throw an** **exception** with the **appropriate message** and **state 1**.

Parameters:

* JobId
* Part Serial Number
* Quantity

Example usage:

|  |
| --- |
| **Query** |
| DECLARE @err\_msg AS NVARCHAR(MAX);  BEGIN TRY  EXEC usp\_PlaceOrder 1, 'ZeroQuantity', 0  END TRY  BEGIN CATCH  SET @err\_msg = ERROR\_MESSAGE();  SELECT @err\_msg  END CATCH |
| Response |
| Part quantity must be more than zero! |

## Cost Of Order

Create a **user defined function** (udf\_GetCost) that receives a **job’s ID** and returns the total **cost** of all **parts** that were **ordered** for it. Return 0 if there are **no orders**.

Parameters:

* JobId

Example usage:

|  |  |
| --- | --- |
| **Query** | |
| SELECT dbo.udf\_GetCost(1) | |
| Id | Result |
| 1 | 91.86 |
| 3 | 40.97 |
| … | … |